数据库范式——通俗易懂

|  |  |
| --- | --- |
|  |  |

 数据库范式是数据库设计中必不可少的知识，没有对范式的理解，就无法设计出高效率、优雅的数据库。甚至设计出错误的数据库。而想要理解并掌握范式却并不是那么容易。教科书中一般以关系代数的方法来解释数据库范式。这样做虽然能够十分准确的表达数据库范式，但比较抽象，不太直观，不便于理解，更难以记忆。  
      **一、基础概念**      实体：现实世界中客观存在并可以被区别的事物。比如“一个学生”、“一本书”、“一门课”等等。值得强调的是这里所说的“事物”不仅仅是看得见摸得着的“东西”，它也可以是虚拟的，不如说“老师与学校的关系”。

* 属性：教科书上解释为：“实体所具有的某一特性”，由此可见，属性一开始是个逻辑概念，比如说，“性别”是“人”的一个属性。在关系数据库中，属性又是个物理概念，属性可以看作是“表的一列”。
* 元组：表中的一行就是一个元组。
* 分量：元组的某个属性值。在一个关系数据库中，它是一个操作原子，即关系数据库在做任何操作的时候，属性是“不可分的”。否则就不是关系数据库了。
* 码：表中可以唯一确定一个元组的某个属性（或者属性组），如果这样的码有不止一个，那么大家都叫候选码，我们从候选码中挑一个出来做老大，它就叫主码。
* 全码：如果一个码包含了所有的属性，这个码就是全码。
* 主属性：一个属性只要在任何一个候选码中出现过，这个属性就是主属性。
* 非主属性：与上面相反，没有在任何候选码中出现过，这个属性就是非主属性。
* 外码：一个属性（或属性组），它不是码，但是它别的表的码，它就是外码。

**二、6个范式**  
好了，上面已经介绍了我们掌握范式所需要的全部基础概念，下面我们就来讲范式。首先要明白，范式的包含关系。一个数据库设计如果符合第二范式，一定也符合第一范式。如果符合第三范式，一定也符合第二范式…  
  
  
第一范式（1NF）：属性不可分。  
在前面我们已经介绍了属性值的概念，我们说，它是“不可分的”。而第一范式要求属性也不可分。那么它和属性值不可分有什么区别呢？给一个例子：

|  |  |  |  |
| --- | --- | --- | --- |
| name | tel | | age |
| 大宝 | 13612345678 | | 22 |
| 小明 | 13988776655 | 010－1234567 | 21 |

Ps：这个表中，属性值“分”了。

|  |  |  |  |
| --- | --- | --- | --- |
| name | tel | | age |
| 手机 | 座机 |
| 大宝 | 13612345678 | 021－9876543 | 22 |
| 小明 | 13988776655 | 010－1234567 | 21 |

Ps：这个表中，属性 “分”了。  
这两种情况都不满足第一范式。不满足第一范式的数据库，不是关系数据库！所以，我们在任何关系数据库管理系统中，做不出这样的“表”来。  
  
  
  
第二范式（2NF）：符合1NF，并且，非主属性完全依赖于码。  
听起来好像很神秘，其实真的没什么。  
一个候选码中的主属性也可能是好几个。如果一个主属性，它不能单独做为一个候选码，那么它也不能确定任何一个非主属性。给一个反例：我们考虑一个小学的教务管理系统，学生上课指定一个老师，一本教材，一个教室，一个时间，大家都上课去吧，没有问题。那么数据库怎么设计？（学生上课表）

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 学生 | 课程 | 老师 | 老师职称 | 教材 | 教室 | 上课时间 |
| 小明 | 一年级语文（上） | 大宝 | 副教授 | 《小学语文1》 | 101 | 14：30 |

一个学生上一门课，一定在特定某个教室。所以有（学生，课程）－>教室  
一个学生上一门课，一定是特定某个老师教。所以有（学生，课程）－>老师  
一个学生上一门课，他老师的职称可以确定。所以有（学生，课程）－>老师职称  
一个学生上一门课，一定是特定某个教材。所以有（学生，课程）－>教材  
一个学生上一门课，一定在特定时间。所以有（学生，课程）－>上课时间  
因此（学生，课程）是一个码。  
然而，一个课程，一定指定了某个教材，一年级语文肯定用的是《小学语文1》，那么就有课程－>教材。（学生，课程）是个码，课程却决定了教材，这就叫做不完全依赖，或者说部分依赖。出现这样的情况，就不满足第二范式！  
有什么不好吗？你可以想想：  
1、校长要新增加一门课程叫“微积分”，教材是《大学数学》，怎么办？学生还没选课，而学生又是主属性，主属性不能空，课程怎么记录呢，教材记到哪呢? ……郁闷了吧?(插入异常)  
2、下学期没学生学一年级语文（上）了，学一年级语文（下）去了，那么表中将不存在一年级语文（上），也就没了《小学语文1》。这时候，校长问：一年级语文（上）用的什么教材啊？……郁闷了吧?(删除异常)  
3、校长说：一年级语文（上）换教材，换成《大学语文》。有10000个学生选了这么课，改动好大啊！改累死了……郁闷了吧？（修改异常）  
那应该怎么解决呢？投影分解，将一个表分解成两个或若干个表

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 学生 | 课程 | 老师 | 老师职称 | 教室 | 上课时间 |
| 小明 | 一年级语文（上） | 大宝 | 副教授 | 101 | 14：30 |

学生上课表新

|  |  |
| --- | --- |
| 课程 | 教材 |
| 一年级语文（上） | 《小学语文1》 |

课程的表  第三范式（3NF）：符合2NF，并且，消除传递依赖  
上面的“学生上课表新”符合2NF，可以这样验证：两个主属性单独使用，不用确定其它四个非主属性的任何一个。但是它有传递依赖！  
在哪呢？问题就出在“老师”和“老师职称”这里。一个老师一定能确定一个老师职称。  
有什么问题吗？想想：  
1、老师升级了，变教授了，要改数据库，表中有N条，改了N次……（修改异常）  
2、没人选这个老师的课了，老师的职称也没了记录……（删除异常）  
3、新来一个老师，还没分配教什么课，他的职称记到哪？……（插入异常）  
那应该怎么解决呢？和上面一样，投影分解：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 学生 | 课程 | 老师 | 教室 | 上课时间 |
| 小明 | 一年级语文（上） | 大宝 | 101 | 14：30 |

|  |  |
| --- | --- |
| 老师 | 老师职称 |
| 大宝 | 副教授 |

BC范式（BCNF）：符合3NF，并且，主属性不依赖于主属性  
若关系模式属于第一范式，且每个属性都不传递依赖于键码，则R属于BC范式。  
  
通常  
BC范式的条件有多种等价的表述：每个非平凡依赖的左边必须包含键码；每个决定因素必须包含键码。  
  
BC范式既检查非主属性，又检查主属性。当只检查非主属性时，就成了第三范式。满足BC范式的关系都必然满足第三范式。  
还可以这么说：若一个关系达到了第三范式，并且它只有一个候选码，或者它的每个候选码都是单属性，则该关系自然达到BC范式。  
  
一般，一个数据库设计符合3NF或BCNF就可以了。在BC范式以上还有第四范式、第五范式。  
  
第四范式：要求把同一表内的多对多关系删除。  
  
第五范式：从最终结构重新建立原始结构。  
  
但在绝大多数应用中不需要设计到这种程度。并且，某些情况下，过于范式化甚至会对数据库的逻辑可读性和使用效率起到阻碍。数据库中一定程度的冗余并不一定是坏事情。如果你对第四范式、第五范式感兴趣可以看一看专业教材，从头学起，并且忘记我说的一切，以免对你产生误导

数据库设计中的一些技巧

|  |
| --- |
| 1. 原始单据与实体之间的关系 　可以是一对一、一对多、多对多的关系。在一般情况下，它们是一对一的关系：即一张原始单据对应且只对应一个实体。在特殊情况下，它们可能是一对多或多对一的关系，即一张原始单证对应多个实体，或多张原始单证对应一个实体。这里的实体可以理解为基本表。明确这种对应关系后，对我们设计录入界面大有好处。 　　〖例1〗：一份员工履历资料，在人力资源信息系统中，就对应三个基本表：员工基本情况表、社会关系表、工作简历表。这就是“一张原始单证对应多个实体”的典型例子。 2. 主键与外键 　一般而言，一个实体不能既无主键又无外键。在E—R 图中, 处于叶子部位的实体, 可以定义主键，也可以不定义主键(因为它无子孙), 但必须要有外键(因为它有父亲)。 　　主键与外键的设计，在全局数据库的设计中，占有重要地位。当全局数据库的设计完成以后，有个美国数据库设计专家说：“键，到处都是键，除了键之外，什么也没有”，这就是他的数据库设计经验之谈，也反映了他对信息系统核心(数据模型)的高度抽象思想。因为：主键是实体的高度抽象，主键与外键的配对，表示实体之间的连接。 3. 基本表的性质 　　基本表与中间表、临时表不同，因为它具有如下四个特性： 　　 (1) 原子性。基本表中的字段是不可再分解的。 　　 (2) 原始性。基本表中的记录是原始数据（基础数据）的记录。 　　 (3) 演绎性。由基本表与代码表中的数据，可以派生出所有的输出数据。 　　 (4) 稳定性。基本表的结构是相对稳定的，表中的记录是要长期保存的。 　　理解基本表的性质后，在设计数据库时，就能将基本表与中间表、临时表区分开来。 4. 范式标准 　　基本表及其字段之间的关系, 应尽量满足第三范式。但是，满足第三范式的数据库设计，往往不是最好的设计。为了提高数据库的运行效率，常常需要降低范式标准：适当增加冗余，达到以空间换时间的目的。 　　〖例2〗：有一张存放商品的基本表，如表1所示。“金额”这个字段的存在，表明该表的设计不满足第三范式，因为“金额”可以由“单价”乘以“数量”得到，说明“金额”是冗余字段。但是，增加“金额”这个冗余字段，可以提高查询统计的速度，这就是以空间换时间的作法。 　　在Rose 2002中，规定列有两种类型：数据列和计算列。“金额”这样的列被称为“计算列”，而“单价”和“数量”这样的列被称为“数据列”。 　　表1 商品表的表结构 　　商品名称 商品型号 单价 数量 金额 　　电视机 29吋 2,500 40 100,000 　　 　　 1. 通俗地理解三个范式 　　通俗地理解三个范式，对于数据库设计大有好处。在数据库设计中，为了更好地应用三个范式，就必须通俗地理解三个范式(通俗地理解是够用的理解，并不是最科学最准确的理解)： 　　第一范式：1NF是对属性的原子性约束，要求属性具有原子性，不可再分解； 　　第二范式：2NF是对记录的惟一性约束，要求记录有惟一标识，即实体的惟一性； 　　第三范式：3NF是对字段冗余性的约束，即任何字段不能由其他字段派生出来，它要求字段没有冗余。 　　没有冗余的数据库设计可以做到。但是，没有冗余的数据库未必是最好的数据库，有时为了提高运行效率，就必须降低范式标准，适当保留冗余数据。具体做法是：在概念数据模型设计时遵守第三范式，降低范式标准的工作放到物理数据模型设计时考虑。降低范式就是增加字段，允许冗余。 　　 6. 要善于识别与正确处理多对多的关系 　　若两个实体之间存在多对多的关系，则应消除这种关系。消除的办法是，在两者之间增加第三个实体。这样，原来一个多对多的关系，现在变为两个一对多的关系。要将原来两个实体的属性合理地分配到三个实体中去。这里的第三个实体，实质上是一个较复杂的关系，它对应一张基本表。一般来讲，数据库设计工具不能识别多对多的关系，但能处理多对多的关系。 　　〖例3〗：在“图书馆信息系统”中，“图书”是一个实体，“读者”也是一个实体。这两个实体之间的关系，是一个典型的多对多关系：一本图书在不同时间可以被多个读者借阅，一个读者又可以借多本图书。为此，要在二者之间增加第三个实体，该实体取名为“借还书”，它的属性为：借还时间、借还标志(0表示借书，1表示还书)，另外，它还应该有两个外键(“图书”的主键，“读者”的主键)，使它能与“图书”和“读者”连接。 　　 7. 主键PK的取值方法 　　 PK是供程序员使用的表间连接工具，可以是一无物理意义的数字串, 由程序自动加1来实现。也可以是有物理意义的字段名或字段名的组合。不过前者比后者好。当PK是字段名的组合时，建议字段的个数不要太多，多了不但索引占用空间大，而且速度也慢。 　　 8. 正确认识数据冗余 　　主键与外键在多表中的重复出现, 不属于数据冗余，这个概念必须清楚，事实上有许多人还不清楚。非键字段的重复出现, 才是数据冗余！而且是一种低级冗余，即重复性的冗余。高级冗余不是字段的重复出现，而是字段的派生出现。 　　〖例4〗：商品中的“单价、数量、金额”三个字段，“金额”就是由“单价”乘以“数量”派生出来的，它就是冗余，而且是一种高级冗余。冗余的目的是为了提高处理速度。只有低级冗余才会增加数据的不一致性，因为同一数据，可能从不同时间、地点、角色上多次录入。因此，我们提倡高级冗余(派生性冗余)，反对低级冗余(重复性冗余)。 　　 9. E--R图没有标准答案 　　信息系统的E--R图没有标准答案，因为它的设计与画法不是惟一的，只要它覆盖了系统需求的业务范围和功能内容，就是可行的。反之要修改E--R图。尽管它没有惟一的标准答案，并不意味着可以随意设计。好的E—R图的标准是：结构清晰、关联简洁、实体个数适中、属性分配合理、没有低级冗余。 　　 10. 视图技术在数据库设计中很有用 　　与基本表、代码表、中间表不同，视图是一种虚表，它依赖数据源的实表而存在。视图是供程序员使用数据库的一个窗口，是基表数据综合的一种形式, 是数据处理的一种方法，是用户数据保密的一种手段。为了进行复杂处理、提高运算速度和节省存储空间, 视图的定义深度一般不得超过三层。若三层视图仍不够用, 则应在视图上定义临时表, 在临时表上再定义视图。这样反复交迭定义, 视图的深度就不受限制了。 　　对于某些与国家政治、经济、技术、军事和安全利益有关的信息系统，视图的作用更加重要。这些系统的基本表完成物理设计之后，立即在基本表上建立第一层视图，这层视图的个数和结构，与基本表的个数和结构是完全相同。并且规定，所有的程序员，一律只准在视图上操作。只有数据库管理员，带着多个人员共同掌握的“安全钥匙”，才能直接在基本表上操作。请读者想想：这是为什么？ 　　 11. 中间表、报表和临时表 　　中间表是存放统计数据的表，它是为数据仓库、输出报表或查询结果而设计的，有时它没有主键与外键(数据仓库除外)。临时表是程序员个人设计的，存放临时记录，为个人所用。基表和中间表由DBA维护，临时表由程序员自己用程序自动维护。 　　 12. 完整性约束表现在三个方面 　　域的完整性：用Check来实现约束，在数据库设计工具中，对字段的取值范围进行定义时，有一个Check按钮，通过它定义字段的值城。 　　参照完整性：用PK、FK、表级触发器来实现。 　　用户定义完整性：它是一些业务规则，用存储过程和触发器来实现。 　　 13. 防止数据库设计打补丁的方法是“三少原则” 　　 (1) 一个数据库中表的个数越少越好。只有表的个数少了，才能说明系统的E--R图少而精，去掉了重复的多余的实体，形成了对客观世界的高度抽象，进行了系统的数据集成，防止了打补丁式的设计； 　　 (2) 一个表中组合主键的字段个数越少越好。因为主键的作用，一是建主键索引，二是做为子表的外键，所以组合主键的字段个数少了，不仅节省了运行时间，而且节省了索引存储空间； 　　 (3) 一个表中的字段个数越少越好。只有字段的个数少了，才能说明在系统中不存在数据重复，且很少有数据冗余，更重要的是督促读者学会“列变行”，这样就防止了将子表中的字段拉入到主表中去，在主表中留下许多空余的字段。所谓“列变行”，就是将主表中的一部分内容拉出去，另外单独建一个子表。这个方法很简单，有的人就是不习惯、不采纳、不执行。 　　数据库设计的实用原则是：在数据冗余和处理速度之间找到合适的平衡点。“三少”是一个整体概念，综合观点，不能孤立某一个原则。该原则是相对的，不是绝对的。“三多”原则肯定是错误的。试想：若覆盖系统同样的功能，一百个实体(共一千个属性) 的E--R图，肯定比二百个实体(共二千个属性) 的E--R图，要好得多。 　　提倡“三少”原则，是叫读者学会利用数据库设计技术进行系统的数据集成。数据集成的步骤是将文件系统集成为应用数据库，将应用数据库集成为主题数据库，将主题数据库集成为全局综合数据库。集成的程度越高，数据共享性就越强，信息孤岛现象就越少，整个企业信息系统的全局E—R图中实体的个数、主键的个数、属性的个数就会越少。 　　提倡“三少”原则的目的，是防止读者利用打补丁技术，不断地对数据库进行增删改，使企业数据库变成了随意设计数据库表的“垃圾堆”，或数据库表的“大杂院”，最后造成数据库中的基本表、代码表、中间表、临时表杂乱无章，不计其数，导致企事业单位的信息系统无法维护而瘫痪。 　　 “三多”原则任何人都可以做到，该原则是“打补丁方法”设计数据库的歪理学说。“三少”原则是少而精的原则，它要求有较高的数据库设计技巧与艺术，不是任何人都能做到的，因为该原则是杜绝用“打补丁方法”设计数据库的理论依据。 　　 14. 提高数据库运行效率的办法 　　在给定的系统硬件和系统软件条件下，提高数据库系统的运行效率的办法是： 　　 (1) 在数据库物理设计时，降低范式，增加冗余, 少用触发器, 多用存储过程。 　　 (2) 当计算非常复杂、而且记录条数非常巨大时(例如一千万条)，复杂计算要先在数据库外面，以文件系统方式用C++语言计算处理完成之后，最后才入库追加到表中去。这是电信计费系统设计的经验。 　　 (3) 发现某个表的记录太多，例如超过一千万条，则要对该表进行水平分割。水平分割的做法是，以该表主键PK的某个值为界线，将该表的记录水平分割为两个表。若发现某个表的字段太多，例如超过八十个，则垂直分割该表，将原来的一个表分解为两个表。 　　 (4) 对数据库管理系统DBMS进行系统优化，即优化各种系统参数，如缓冲区个数。 　　 (5) 在使用面向数据的SQL语言进行程序设计时，尽量采取优化算法。 　　总之，要提高数据库的运行效率，必须从数据库系统级优化、数据库设计级优化、程序实现级优化，这三个层次上同时下功夫。 　　上述十四个技巧，是许多人在大量的数据库分析与设计实践中，逐步总结出来的。对于这些经验的运用，读者不能生帮硬套，死记硬背，而要消化理解，实事求是，灵活掌握 |

**关系数据库规范化理论**

**1.1函数依赖**

**1.1.1**函数依赖的基本概念

       定义1.1：设R(U)是属性集U上的关系模式。X,Y是U的子集。若对于R(U)的任意一个可能的关系r，t1,t2是r中的任意两个元组，如果由t1[X]=t2[X]Tt1[Y]=t2[Y]，（即不可能存在两个元组在X上的属性值相等,而在Y上的属性值不等）则称X函数确定Y或Y函数依赖于X，记作X→Y。

**1.1.2**一些术语和记号

       设R(U)是属性集U上的关系模式。X,Y是U的子集。

       X→Y，但Y不包含于X则称X→Y是非平凡的函数依赖。

       若不特别声明,我们总是讨论非平凡的函数依赖。

       X→Y，但Y![包含于2.GIF (64 bytes)](data:image/gif;base64,R0lGODlhEQAPAHcAACH/C01TT0ZGSUNFOS4wGAAAAAxtc09QTVNPRkZJQ0U5LjAEGPoRowAh/wtNU09GRklDRTkuMBgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UALAAAAAARAA8Agv///wAAgAAAAAAAAAECAwECAwECAwECAwIYhI+py+0WogyNvmMv1Jh3D0wSWIkjiaYFADs=)X 则称X→Y是平凡的函数依赖。

       若X→Y,则X叫做决定因子。

       若X→Y，Y→X，则记作X←→Y。

       若Y不函数依赖于X,则记作X![http://shujuku.zjwchc.com/images/5/1_clip_image002_0000.gif](data:image/gif;base64,R0lGODlhEAASAHcAACH/C01TT0ZGSUNFOS4wGAAAAAxtc09QTVNPRkZJQ0U5LjAEGPoRowAh/wtNU09GRklDRTkuMBgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UALAAAAAAQABIAgv///wAAgAAAAAAAAAECAwECAwECAwECAwIehI+py+0PUYhmUmCry5XjAIYiuHBkY3nlhbHuCx8FADs=)Y。

       例：判断以下函数依赖的对错

* sno→sname, cno→cname,(sno,cno)→grade ![http://shujuku.zjwchc.com/images/5/1_clip_image003_0000.gif](data:image/gif;base64,R0lGODlhEwAYAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAAAAAABAAEAgAAAAAECAwICRAEAOw==)
* sname→sno, Sno→cno, sno→Cname        ![http://shujuku.zjwchc.com/images/5/1_clip_image004_0000.gif](data:image/gif;base64,R0lGODlhDQAUAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAAAAAABAAEAgAAAAAECAwICRAEAOw==)

       补充：属性间的联系决定函数依赖关系

        设X、Y均是U的子集

* X和Y间联系是1:1，则X→Y,Y→X。
* X和Y间联系是M:1， 则X→Y。
* X和Y间联系是M:N，则X、Y间不存在函数依赖。

       例：STUDENTS(SNO,SNAME,SSEX,SAGE,SDEPT,SPLACE)

          X                      Y

        SNO   → (SNAME,SSEX,SAGE)

        SNO   →  SPLACE

        SPLACE → SDEPT

         SSEX → SDEPT

       例：设关系X,Y,W为关系R中的三个属性组，属性关系如下图所示，问X→Y, X→W, W→Y

![http://shujuku.zjwchc.com/images/5/1_clip_image005_0000.gif](data:image/gif;base64,R0lGODlhsABhAPcAAAAAAADOnAD/AP8xAP///wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH/C01TT0ZGSUNFOS4wFwAAAAttc09QTVNPRkZJQ0U5LjBCPKT1ACH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAADSABzvAAsAAAAALAAYQAACP8ACQgcSLCgwYMIDwJYyLBhwocQI0qcSLGixYsYDTZcGKCjx48bAWQcSbKkyZMUG35cybKlQ5QwY8qcKZBhy5s4WTKkybOnT4Qccwod2nHhz6NIUQYlylSo0aRQo0Zc2rRqzqdSs2YFYLUrUZFawx6l6rWsS7Bi08bkarbtVbVwTbJ1S9dl3LsWydbdWxQt0pAb8UKcy7cwSJiANzpNvBMuYcOQA/itGDIyyMBSH1s2PPmhys1fG//UDLpw54I2S3sVPZO0ar6nU79uy/qk69m0X9a8jXv16Yy8e+cmoFc4Xawjgxs3W3x5XeR5nXNmq1y674vVrYdemV17VeiDvbv/Jd1dfNPfGs0zx1le/VD0A9u7L3p1Puzw9s+/z/88oXz31f3H3WeK9dUcZL8JaF52Cnokm2RkHYigQvwx1V2DDj4WoXCdYahdeR5GqCGHqFX4lVUhEsYVVR525VeL0rXX4lIrzgUjigTduJx8KToIoY/GoaXjji4eR12G9AUZn4knovjcikhKuJmQTDb5nZGSRbljjlXu5+R4Ig5p4ZJdeqkflpeJ+R6XZTpVJJg6bUlmm/VdOZ5LSrJJZ50W7sleen7yaWagDlL4GmAGSnnmoITGxqFein6nnJq4gVdTkBqqKSGlqlk6Z28sgnYgp5Z5quejSZZWHKnTTcQqew92/zpilaYauuOrZx1ZYW0S4QprjJFiCh9+twYbWWXW6Zacc9T5elaOBU6JmVK3InmrZ4xJmW2ttgU5oJLDDpatWs7+OGC5kgnW2mzRQhirqurKhK564cZLGaHH2YsYvuPpu6+on3lXr7+uItiQAAgj3C6JBHcLGwAJRyxxwsaa1rDDz02s8cTzDnwxscxBvPHIFDvr8ceejUfyyhH7ejLKQNHG8swKHwqzXGWJTPPMrL58s60o7kxzzz/jHPTEAySt9AAJL830xpz6XDSg55GstMZPk0yp1FOXWLXVWTfN87FdG20hy0lLHPbImpZt9nszp43w2mxP6Pbb7NEsN91aW7R8N9436Yw203zXfd/fgOsktNw738g14lQHvnjhhucLObVX7cz42P1djnneelOuMYyPex654qELPaPpa4Eet+gcW876vy4NvjTntM2+ruRCsxyi7jS5JnjvUPcLfPDkEV/5dcf3lLzyEjdYevMF6zS86tJT/9fzvUs/vfb3Wt949uBHterBLQfMfPmZ8bZwzt+zT1LF8Msf17tGxm//Wvifx+v+6kJW4KYFwJ+Nq4AITGBFAgIAOw==)

       各属上述何种函数依赖:

              X→Y为平凡函数依赖

              X→W, W→Y为非平凡函数依赖

**补充：**

       定义1.2：在R(U)中,如果X→Y，并且对于X的任何一个真子集X' ,都有X' ![http://shujuku.zjwchc.com/images/5/1_clip_image007_0001.gif](data:image/gif;base64,R0lGODlhEAASAPAAAAAAAP///yH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAsAAAAABAAEgAAAh2Mj6nL7Q8RiGdSazDTQIcOhuFWeYllLinFtu5rFAA7)Y,则称Y对X完全函数依赖,记作:X→Y 。

       若X→Y,但Y不完全函数依赖于X,则称Y对X部分函数依赖,记作X ![http://shujuku.zjwchc.com/images/5/1_clip_image006_0000.gif](data:image/gif;base64,R0lGODlhHAAYAPcAAP///wAAgAAAAAAAAKvATBL2IBL6cGkATXIAY3MAb2YAbyAAdGYAT2kAZmUAY1MAIHIAcGEAZXMAZGUAaHQAZTkAIDAALgAAABL6lBL8BIaG/AAAARL3DIIAqIIQAIJJCAAAAfkicQAIBIIQAAAAAIIAAIIAAIIAqBL2lBL3SBL3SIIAABL21Pq3SIIAAAAAAQAAAhL3NIIAqAAAARL3WPkb3oIAABL3FBL3GAAABfslmDQAADQHeAAABTt1sBL28ACAABL4rPtk9Pgw8P///xL4vPyNMhL3VAAAA/slmDQAADQHGAAAA1x/8BL3LACAABL46Ptk9Pgw8P///xL4+PyNMjQHGEspkEbdSAAATfslmDQAADQI+AAADVhIQBL3cABqgBL5LPtk9Pgw8P///xL5PPyNMjQI+E84SBL6lE84SACAABL5WPtk9Pgw8P///xL5aPyNMk6E2AAieE6E1E6E1AAABE6E1E6E0AAABBL5CAAhCk6E0E6E1AAABM/LGAAAAc/LGDQBeBL4RAAAE/slmDQAADQKGAAAE1BRYBL4HAAUABL52Ptk9Pgw8P///xL56PyNMjQKGFxzgFxzzFxzzBL4UDQGiDQBeF/awAAAAc/LGBL4qAAAC/slmDQAADQImAAAC1x7iBL4gAA0gBL6PPtk9Pgw8P///xL6TPyNMjQImDe9eEFj+AAAATQBeF/awDQBeF/auAAAC1x/8AAAGIuSBl/awDQBeF/awDQBeAAAAc/LGM/HEDQAABL5HPy3pgAAnc/LGDQAADQAAAAAATQAADQAADQBePyYwDQGCPyYRgAAAM/HGEamTDQGCPyYRkbb2M/HGAAAUzQGCPyYRjQAAAAAnV/awDQBeF/awDQBeF/auF/awDQBAF/awM/LGM/QADQAADQAAAABHgAEAc/QAM/HAAAAExL56BL5NBL6OBL5/Ptk9PgWcP///1BRYAAAmDQAAFxzgFxzgBL6GPtk9PgWSP///xL6KAAQqDQAAAAAAAAAkFxzgFxzzCH/C01TT0ZGSUNFOS4wFwAAAAttc09QTVNPRkZJQ0U5LjBCPKT1ACH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAADSABzvAAsAAAAABwAGAAACFQAAQgcSLCgwYMIEypcyLChQ4cCBACIKPHhwYgDK1okqHHixoIdO34M+ZGjyZICKWJEmZIlyJUuY8p0CVMmRYMBcurcyTOnyps0a6IUOrOo0aMIAwIAOw==)Y。

       (一般，1:1为完全函数依赖，m:1为部分函数依赖)

       定义1.3：在R(U)中,如果X→Y,(Y?X)，Y![不函数依赖1.GIF (62 bytes)](data:image/gif;base64,R0lGODlhEAASAPAAAAAAAP///yH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAsAAAAABAAEgAAAh2Mj6nL7Q8RiGdSazDTQIcOhuFWeYllLinFtu5rFAA7)X,Y→Z,则称Z对X传递函数依赖。

**1.2 关系规范化**

       定义1.4 设K为R〈U，F〉中的属性或属性组合，若K → U则K为R的候选码。

**主码**：若候选码多于一个，则选定其中的一个为主码（Primary key）

**主属性**：包含在任何一个候选码中的属性,叫做主属性(Prime attribute)

**非主属性：**不包含在任何码中的属性称为非主属性(Nonprime attribute)

       最简单的情况：单个属性是码。

       最极端的情况：整个属性组是码,称为全码(All-key)

       例：关系模式R(P,W,A),属性P表示演奏者,W表示作品,A表示听众。假设一个演奏者可以演奏多个作品,某一作品可被多个演奏者演奏。听众也可以欣赏不同演奏者的不同作品,这个关系模式的码为(P,W,A),即All-key。

       定义1.5 关系模式R中属性或属性组X并非R的码,但X是另一个关系模式的码,则称 X是R的外部码(Foreign key)也称外码。

       主码与外部码提供了一个表示关系间联系的手段。

范式

       关系模式满足的确定约束条件称为范式，根据满足约束条件的级别不同，范式由低到高分为1NF,2NF,3NF,BCNF,4NF,5NF等。不同的级别范式性质不同。满足最低要求的叫第一范式,简称lNF。在第一范式中满足进一步要求的为第二范式,其余以此类推。

       R为第几范式就可以写成R∈xNF。

       对于各种范式之间的联系有5NF![http://shujuku.zjwchc.com/images/5/2_clip_image001.gif](data:image/gif;base64,R0lGODlhEAAOAPAAAAAAAP///yH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAsAAAAABAADgAAAheMj6nLrQCjTMChag/OYWf/cZpEiuapFAA7)4NF![http://shujuku.zjwchc.com/images/5/2_clip_image001_0000.gif](data:image/gif;base64,R0lGODlhEAAOAPAAAAAAAP///yH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAsAAAAABAADgAAAheMj6nLrQCjTMChag/OYWf/cZpEiuapFAA7) BCNF![包含于3.GIF (56 bytes)](data:image/gif;base64,R0lGODlhEAAOAPAAAAAAAP///yH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAsAAAAABAADgAAAheMj6nLrQCjTMChag/OYWf/cZpEiuapFAA7) 3NF![包含于3.GIF (56 bytes)](data:image/gif;base64,R0lGODlhEAAOAPAAAAAAAP///yH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAsAAAAABAADgAAAheMj6nLrQCjTMChag/OYWf/cZpEiuapFAA7) 2NF![包含于3.GIF (56 bytes)](data:image/gif;base64,R0lGODlhEAAOAPAAAAAAAP///yH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAsAAAAABAADgAAAheMj6nLrQCjTMChag/OYWf/cZpEiuapFAA7) lNF成立。

       一个低一级范式的关系模式，通过模式分解可以转换为若干个高一级范式的关系模式的集合,这种过程就叫规范化。

    一、第一范式(1NF)

       关系模式的的每一个属性都是不可再分的,则该关系模式称为第一范式。

       例1：

![http://shujuku.zjwchc.com/images/5/2_clip_image002.gif](data:image/gif;base64,R0lGODlhvgBXAPEAAAAAAMDAwAECAwECAyH/C01TT0ZGSUNFOS4wGAAAAAxtc09QTVNPRkZJQ0U5LjAC8Zm0lgAh/wtNU09GRklDRTkuMBgAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAIfkEAQAAAQAsAAAAAL4AVwAAAv+Mj6nL7Q+jnLTai7PevPvPAJ/okSBlnuqRouO7Sm0MzpFoW3i3007ve+V+gaHLOAEGFcrlpnkr8qQcqFOKvMqox2k2+n0AxiyyYdyyVtBlE/vJ3Z7hc437aS7m3/X4hQ+Yh3GXxMLk0nfGJ2aIgBbml5ZAqPc3eUnnJ/boKAjxmBJ6w9mYWENqqvWJGpUKySVaSpQYq0KpGePJmNog6TiZ4xtHomtq4/a6W3qcvFr42yobGYxZXRwJ3AmzrEjc/PncSLaoh1wr3d12iF6uXo37t2dG/D4lI+/NPqsvx7vmbwtbjW3wekEbdNBOQVtAvmk5Fy2TRIcZ6KmqmDAiRn7/0ShuXHhxH8hO5HSAwuNx0LhrIXvNY9kypsyZNGvavIkzp86dPAH2/AlUZNChRMUVPTr0FtKlOIUxfUpzRkqoVD/Wq4qVhpGpWbuGAOc1bAmwYssi1Gg2rTK0attmZOtWrUOucZNarWvWI128O6fu5XuT7l/AUQkShjp48GFVikcu7pvrMdLGHCXnpFzZck3MbzUHfuhZJ+cFo0OHA216c8vSqYUybr26MGzUsmcvYQ3Xtu7dvHv7/g08uPDhxIsbP55bJu7Qy08jB9cc+vMt0RlVX6wmZvbpv64b9A5YqfLMzynBDGIevFxW4E+SH36rvSz1ea1pt89dGqGSWvHzRBceiEXNBVgHfXVZ4R0U/xk3TjarKSHecRZ15sSEsOR3IYW3sWNgV2wsct2HnnR4IGQYrmUTiXip6BiGC4bk3okyJlAAADs=)

       例2：工资(工号，姓名，工资(基本工资，年绩津贴，煤电补贴))

                △ 不满足1NF的关系称为非规范化关系。

                △ 关系数据模型不能存储上两个例子（非规范化关系）

       在关系数据库中不允许非规范化关系的存在。

     二、第二范式

       若R∈lNF,且每一个非主属性完全函数依赖于码,则R∈2NF。

       例：关系模式 S-L-C(SNO，SDEPT，SLOC，CNO，G) 中SLOC为学生的住处,并且每个系的学生住在同一个地方。

       这里主码为(SNO,CNO)。函数依赖有：

             (SNO,CNO) →G )

              SNO→SDEPT(SNO,CNO) ![http://shujuku.zjwchc.com/images/5/2_clip_image003.gif](data:image/gif;base64,R0lGODlhHAAYAPcAAP///wAAgAAAAAAAAKvATBL2IBL6cGkATXIAY3MAb2YAbyAAdGYAT2kAZmUAY1MAIHIAcGEAZXMAZGUAaHQAZTkAIDAALgAAABL6lBL8BIaG/AAAARL3DIIAqIIQAIJJCAAAAfkicQAIBIIQAAAAAIIAAIIAAIIAqBL2lBL3SBL3SIIAABL21Pq3SIIAAAAAAQAAAhL3NIIAqAAAARL3WPkb3oIAABL3FBL3GAAABfslmDQAADQHeAAABTt1sBL28ACAABL4rPtk9Pgw8P///xL4vPyNMhL3VAAAA/slmDQAADQHGAAAA1x/8BL3LACAABL46Ptk9Pgw8P///xL4+PyNMjQHGEspkEbdSAAATfslmDQAADQI+AAADVhIQBL3cABqgBL5LPtk9Pgw8P///xL5PPyNMjQI+E84SBL6lE84SACAABL5WPtk9Pgw8P///xL5aPyNMk6E2AAieE6E1E6E1AAABE6E1E6E0AAABBL5CAAhCk6E0E6E1AAABM/LGAAAAc/LGDQBeBL4RAAAE/slmDQAADQKGAAAE1BRYBL4HAAUABL52Ptk9Pgw8P///xL56PyNMjQKGFxzgFxzzFxzzBL4UDQGiDQBeF/awAAAAc/LGBL4qAAAC/slmDQAADQImAAAC1x7iBL4gAA0gBL6PPtk9Pgw8P///xL6TPyNMjQImDe9eEFj+AAAATQBeF/awDQBeF/auAAAC1x/8AAAGIuSBl/awDQBeF/awDQBeAAAAc/LGM/HEDQAABL5HPy3pgAAnc/LGDQAADQAAAAAATQAADQAADQBePyYwDQGCPyYRgAAAM/HGEamTDQGCPyYRkbb2M/HGAAAUzQGCPyYRjQAAAAAnV/awDQBeF/awDQBeF/auF/awDQBAF/awM/LGM/QADQAADQAAAABHgAEAc/QAM/HAAAAExL56BL5NBL6OBL5/Ptk9PgWcP///1BRYAAAmDQAAFxzgFxzgBL6GPtk9PgWSP///xL6KAAQqDQAAAAAAAAAkFxzgFxzzCH/C01TT0ZGSUNFOS4wFwAAAAttc09QTVNPRkZJQ0U5LjBCPKT1ACH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAADSABzvAAsAAAAABwAGAAACFQAAQgcSLCgwYMIEypcyLChQ4cCBACIKPHhwYgDK1okqHHixoIdO34M+ZGjyZICKWJEmZIlyJUuY8p0CVMmRYMBcurcyTOnyps0a6IUOrOo0aMIAwIAOw==)SDEPT

              SNO→SLOC(SNO,CNO)![http://shujuku.zjwchc.com/images/5/2_clip_image003_0000.gif](data:image/gif;base64,R0lGODlhHAAYAPcAAP///wAAgAAAAAAAAKvATBL2IBL6cGkATXIAY3MAb2YAbyAAdGYAT2kAZmUAY1MAIHIAcGEAZXMAZGUAaHQAZTkAIDAALgAAABL6lBL8BIaG/AAAARL3DIIAqIIQAIJJCAAAAfkicQAIBIIQAAAAAIIAAIIAAIIAqBL2lBL3SBL3SIIAABL21Pq3SIIAAAAAAQAAAhL3NIIAqAAAARL3WPkb3oIAABL3FBL3GAAABfslmDQAADQHeAAABTt1sBL28ACAABL4rPtk9Pgw8P///xL4vPyNMhL3VAAAA/slmDQAADQHGAAAA1x/8BL3LACAABL46Ptk9Pgw8P///xL4+PyNMjQHGEspkEbdSAAATfslmDQAADQI+AAADVhIQBL3cABqgBL5LPtk9Pgw8P///xL5PPyNMjQI+E84SBL6lE84SACAABL5WPtk9Pgw8P///xL5aPyNMk6E2AAieE6E1E6E1AAABE6E1E6E0AAABBL5CAAhCk6E0E6E1AAABM/LGAAAAc/LGDQBeBL4RAAAE/slmDQAADQKGAAAE1BRYBL4HAAUABL52Ptk9Pgw8P///xL56PyNMjQKGFxzgFxzzFxzzBL4UDQGiDQBeF/awAAAAc/LGBL4qAAAC/slmDQAADQImAAAC1x7iBL4gAA0gBL6PPtk9Pgw8P///xL6TPyNMjQImDe9eEFj+AAAATQBeF/awDQBeF/auAAAC1x/8AAAGIuSBl/awDQBeF/awDQBeAAAAc/LGM/HEDQAABL5HPy3pgAAnc/LGDQAADQAAAAAATQAADQAADQBePyYwDQGCPyYRgAAAM/HGEamTDQGCPyYRkbb2M/HGAAAUzQGCPyYRjQAAAAAnV/awDQBeF/awDQBeF/auF/awDQBAF/awM/LGM/QADQAADQAAAABHgAEAc/QAM/HAAAAExL56BL5NBL6OBL5/Ptk9PgWcP///1BRYAAAmDQAAFxzgFxzgBL6GPtk9PgWSP///xL6KAAQqDQAAAAAAAAAkFxzgFxzzCH/C01TT0ZGSUNFOS4wFwAAAAttc09QTVNPRkZJQ0U5LjBCPKT1ACH/C01TT0ZGSUNFOS4wGAAAAAxjbVBQSkNtcDA3MTIAAAADSABzvAAsAAAAABwAGAAACFQAAQgcSLCgwYMIEypcyLChQ4cCBACIKPHhwYgDK1okqHHixoIdO34M+ZGjyZICKWJEmZIlyJUuY8p0CVMmRYMBcurcyTOnyps0a6IUOrOo0aMIAwIAOw==)SLOC,

       一个关系模式R不属于2NF,就会产生插入异常(如没有选课的学生记录插不进去)、删除异常（删除选课记录会将学生信息删除）、冗余度大（如系、地址都重复存放）。

       分析上面的例子,可以发现问题在于有两种非主属性。一种如G,它对码是完全函数依赖。另一种如SDEPT、SLOC对码不是完全函数依赖。解决的办法是用投影分解把关系模式S-L-C分解为两个关系模式。

       SC(SNO,CNO,G)

       S-L(SNO,SDEPT,SLOC)

       关系模式SC的码为(SNO,CNO), 关系模式S-L的码为SNO，这样就使得非主属性对码都是完全函数依赖

三、第三范式  
  
       关系模式R〈U,F〉中若不存在这样的码X,属性组Y及非主属性Z(Z Y)使得X→Y,（Y X）Y→Z,成立,即如果R的任何一个非主属性都不传递依赖于它的任何一个侯选关键字，则称R〈U，F〉∈3NF。

       可以证明,若R∈3NF，则每一个非主属性既不部分依赖于码也不传递依赖于码。   
在关系模式SC没有传递依赖，关系模式S-L存在非主属性对码传递依赖。在S-L中,由SNO→SDEPT,（SDEPT SNO）,SDEPT→SLOC,可得SNO SLOC。因此SC∈3NF,而S-L 3NF。  
  
       一个关系模式R若不是3NF,就会产生插入异常、删除异常、冗余度大等问题。   
解决的办法同样是将S-L分解为：  
              S-D(SNO,SDEPT)  
              D-L(SDEPT,SLOC)   
  
       分解后的关系模式S-D与D-L中不再存在传递依赖。  
  
     四、BC范式  
  
       关系模式R〈U,F〉∈1NF。若X→Y且Y?X时X必含有码,则R〈U,F> ∈BCNF。也就是说,关系模式R〈U,F〉中,若每一个决定因素都包含码,则R〈U,F> ∈BCNF。   
  
       由BCNF的定义可以得到以下结论:  
  
       下面用几个例子说明属于3NF的关系模式有的属于BCNF,但有的不属于BCNF。  
  
       例1： 关系模式SJP(S,J,P)中,S是学生,J表示课程,P表示名次。每一个学生选修每门课程的成绩有一定的名次,每门课程中每一名次只有一个学生（即没有并列名次）。由语义可得到下面的函数依赖：   
(S,J)→P ，(J,P)→S   
  
       所以(S,J)与(J,P)都可以作为候选码。这两个码各由两个属性组成,而且它们是相交的。这个关系模式中显然没有属性对码传递依赖或部分依赖。所以SJP∈3NF,而且除(S,J)与(J,P)以外没有其它决定因素,所以SJP∈BCNF。  
  
       例2： 关系模式STJ(S,T,J)中,S表示学生,T表示教师,J表示课程。每一教师只教一门课。每门课有若干教师,某一学生选定某门课,就对应一个固定的教师。由语义可得到如下的函数依赖。   
              （S,J）→T , (S,T) →J  
  
       是第三范式，但是存在 T→J，而T不是码，所以不是了BC范式。

|  |
| --- |
| **第三节 关系模式的分解准则** |
| **1．3 关系模式的分解准则**         关系模式的规范化过程是通过对关系模式的分解来实现的。把低一级的关系模式分解为若干个高一级的关系模式。这种分解不是唯一的。  http://shujuku.zjwchc.com/images/5/3_clip_image001_0000.gif         一个低级范式的关系模式，通过分解（投影）方法可转换成多个高一级范式的关系模式的集合，这种过程称为规范化。         规范化的方式是进行模式分解，模式分解的原则是与原模式等价，模式分解的标准是：   * 模式分解具有无损连接性 * 模式分解能够保持函数依赖          见P70页表格  **举例：关系规范化过程**         第一范式（1NF）：如果一关系模式，它的每一个分量是不可分的数据项，即其域为简单域，则此关系模式为第一范式。         例：将学生简历及选课等数据设计成一个关系模式STUDENT， 其表示为：  **STUDENT（SNO,SNAME,AGE,SEX,CLASS,DEPTNO,DEPTNAME,CNO,**  **CNAME,SCORE,CREDIT）**         设该关系模式满足下列函数依赖：  F＝{SNO-->SNAME, SNO-->AGE, SNO-->SEX, SNO-->CLASS,CLASS-->DEPTNO,          DEPTNO-->DEPTNAME, CNO-->CNAME,SNO.CNO-->SCORE, CNO-->CREDIT}         由于该关系模式的每一属性对应的域为简单域，即其域值不可再分，符合第一范式定义，所以STUDENT关系模式为第一范式。         第二范式（2NF）：若关系模式R?1NF，且每个非主属性完全函数依赖于码，则称R?2NF。         分析一下关系模式STUDENT， 它是不是2NF ？         属性组（SNO，CNO）为关系STUDENT的码。         例如：SNAME非主属性，根据码的特性具有：SNO.CNO??SNAME         根据STUDENT关系模式已知函数依赖集，下列函数依赖成立：SNO??SNAME         所以SNO.CNO??SNAME, SNAME对码是部分函数依赖。同样方法可得到除SCORE属性外，其它非主属性对码也都是部分函数依赖。所以STUDENT关系模式不是2NF。         当关系模式R是1NF而不是2NF的模式时，对应的关系有何问题呢？我们分析STUDENT关系模式，会有下列问题：   * + 存在大量的冗余数据：当一个学生在学习多门课程后，他的人事信息重复出现多次。   + 根据关系模型完整性规则，主码属性值不能取空值。那么新生刚入学，还未选修课程时，该元组就不能插入该关系中。这种情况称为插入异常。   + 同样还有删除异常，则会丢失信息          解决上述问题方法是将大的模式分解成多个小的模式，分解后的模式可满足更高级的范式的要求。 |
| 第三节 关系模式的分解准则 |
| 例如：将STUDENT中对码完全依赖的属性和部分函数依赖的属性分别组成关系。即将STUDENT关系模式分解成三个关系模式：         STUDENT1 （SNO，SNAME，AGE，SEX，CLASS，DEPTNO，DEPTNAME）         COURSE（CNO，CNAME，CREDIT）         SC（SNO，CNO，SCORE）         在分解后的每一个关系模式中，非主属性对码是完全函数依赖，所以上述三个关系模式均为2NF。         第三范式（3NF）:若关系模式R(U, F)为第一范式，不存在非主属性对码的传递依赖，则称R(U, F)为3NF。其中U为关系模式的属性全集，F为关系模式所满足的函数依赖集。         分析关系模式STUDENT1，存在着下列函数依赖：SNO-->CLASS，CLASS-->SNO，CLASS-->DEPTNO。所以关系模式STUDENT1属性间存在传递依赖，它不是3NF。         如果关系模式R为2NF而不是3NF。即存在数据冗余，插入和删除会出现异常。   * + - 例如在STUDENT1关系中，对每一学生其DEPTNO，DEPTNAME将重复出现。     - 当新成立一个系后，在尚未有学生时，该系的信息插入不到该关系中          要消除上述问题，必须对模式分解，消除传递依赖。将STUDENT1分解为下列模式：           STUDENT2（SNO，SNAME，AGE，SEX，CLASS）           CLASS1（CLASS，DEPTNO，DEPTNAME）         分解后的关系模式STUDENT2不再存在传递依赖，所以它是3NF。但CLASS1关系模式虽只有三个属性，但还存在传递依赖。           CLASS-->DEPTNO，DEPTNO-->CLASS， DEPTNO-->DEPTNAME         DEPTNAME对CLASS为传递依赖。所以对CLASS1还要进行分解，分解为下列模式：           CLASS2（CLASS，DEPTNO）           DEPARTMENT（DEPTNO，DEPTNAME）         关系模式STUDENT经过上述分解处理，分解成下列关系模式：            STUDENT2（SNO，SNAME，AGE，SEX，CLASS）           CLASS2（CLASS，DEPTNO）           DEPARTMENT（DEPTNO，DEPTNAME）           COURSE（CNO，CNAME，CREDIT）           SC（SNO，CNO，SCORE）    BCNF范式：BCNF是修正的第三范式。         设关系模式R(U，F)?1NF，若X?Y，而Y不包含在X中，那么X必含有码，则R(U, F)为BCNF。换句话说，每个决定因素都包含有码，则关系模式为BCNF。         3NF关系模式和BCNF的关系模式之间有下列关系：         如果R∈ BCNF，则R∈3NF，反之不成立。         BCNF的定义消除了3NF模式中可能存在主属性对码的部分函数依赖和传递函数依赖。 |